**Department of Information Technology**

**UIT2201 Programming and Data Structures**

**2022 – 2023**

**Exercise — 09**

**Part A**

**1.Design and implement stack and queue data structure as wrapper around the Python List. Using stack and queue check whether a given number is a palindrome.**

**Code:**

class Stack:

    '''

    This class is used for creating the Simple Stack

    using the Wrapper class

    '''

    def \_\_init\_\_(self):

        '''This function is called constructor used for initializing'''

        self.list=[]

    def isempty(self):

        '''This function is to check wheather stack is empty'''

        return len(self.list)==0

    def insert(self,ele):

        '''This function is used for inserting the element'''

        return self.list.append(ele)

    def delete(self):

        '''This function is used for deleting the element'''

        return self.list.pop()

    def \_\_len\_\_(self):

        '''This function gives us the length of Stack'''

        return len(self.list)

    def str(self):

        '''This function displays the Stack'''

        return str(self.list)

class Queue:

    '''

    This class is used for creating the Simple Queue

    using the Wrapper class

    '''

    def \_\_init\_\_(self):

        '''This function is called constructor used for initializing'''

        self.list=[]

        self.front=0

        self.rear=0

    def isempty(self):

        '''This function is to check wheather Queue is empty'''

        return self.front==self.rear

    def enqueue(self,ele):

        '''This function is used for inserting the element'''

        return self.list.append(ele)

    def dequeue(self):

        '''This function is used for deleting the element'''

        return self.list.pop(0)

    def \_\_len\_\_(self):

        '''This function gives us the length of Queue'''

        return self.rear-self.front

    def str(self):

        '''This function displays the Queue'''

        return str(self.list)

def palindrome():

    '''This function tells the number is palindrome or not'''

    num=int(input("Enter Number: "))        #getting the number from user

    stack=Stack()                           #Creating instance for Stack

    queue=Queue()                           #Creating instance for Queue

    string=str(num)

    for i in string:

        stack.insert(i)                     #inserting element in the stack

        queue.enqueue(i)                    #inserting element in the queue

    result=0

    result=1

    for i in range(len(stack)):             #iterating the element

        if stack.delete()==queue.dequeue(): #checking the palindrome condition

            result=0

        else:

            result=1

    if result==0:

        print(f"The {num} is Palindrome")

    else:

        print(f"The {num} is Not Palindrome")

palindrome()                                #calling the function

**Output:**

**![](data:image/png;base64,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)**

**2.Design and implement data structure to maintain two stacks in a single array. All the basic stack operations should include an argument to select one of the stacks. For example, ‘push(0, item)’ should push item into the first stack, while ‘push(1, item)’ should push item into the second stack. Your stack methods should not raise stack full exception, unless every array cell is used .**

**Code:**

import ctypes       #Importing the ctypes module

class Exception:    #Creating class for Exception

    pass

class TwoStack:

    '''

    This class is used for creating the Double Stack

    using the Compact Array Method

    '''

    def \_\_init\_\_(self,capacity):

        '''This function is called constructor used for initializing'''

        self.capacity=capacity

        self.top1=0

        self.top2=capacity-1

        self.list=self.makearray(self.capacity)

    def makearray(self,capacity):

        '''This function is used for making new array'''

        return (capacity\*ctypes.py\_object)()

    def push(self,stack\_no,element):

        '''This function is used for inserting the element'''

        if self.isfull():

            raise Exception("Stack is Full")

        else:

            if stack\_no == 0:

                self.list[self.top1]=element

                self.top1+=1

            elif stack\_no == 1:

                self.list[self.top2]=element

                self.top2-=1

    def pop(self,stack\_no):

        '''This function is used for deleting the element'''

        if self.isempty():

            raise Exception("Stack is Empty")

        if stack\_no == 0:

            if self.top1>0:

                del\_item=self.list[self.top1-1]

                self.list[self.top1-1]=' '

                self.top1-=1

                return del\_item

            else:

                raise Exception("Index out of Range")

        elif stack\_no == 1:

            if self.top2<self.capacity-1:

                del\_item=self.list[self.top2+1]

                self.list[self.top2+1]=' '

                self.top2+=1

                return del\_item

            else:

                raise Exception("Index out of Empty")

    def \_\_getitem\_\_(self,index):

        '''This function is used for getting the element'''

        return self.list[index]

    def \_\_setitem\_\_(self,index,element):

        '''This function is used for assigning the element'''

        self.list[index]=element

    def isfull(self):

        '''This function checks wheather stack is full'''

        return self.top1>self.top2

    def isempty(self):

        '''This function checks wheather stack is empty'''

        return (self.top2 - self.top1 + 1) == self.capacity

    def \_\_str\_\_(self):

        '''This function dispalys the stack elements'''

        lst=[]

        for element in self:

            if element == None:

                lst.append(" ")

            else:

                lst.append(element)

        return "A "+str(lst)+" B"

def fun():

    '''This function is used for appending and

       deleting the elements from the stack'''

    ts=TwoStack(8)                          #Creating the instance for TwoStack

    #appending the elements

    ts.push(0,1)

    ts.push(0,2)

    ts.push(0,3)

    ts.push(0,4)

    ts.push(1,5)

    ts.push(1,6)

    ts.push(1,7)

    ts.push(1,8)

    print("\nThe Double Stack is Full")

    print(ts)

    #deleting the elements

    print("\nAn Element is popped from Stack A")

    ts.pop(0)

    print(ts)

    #appending the element

    print("\nAn Element is again pushed into the stack B")

    ts.push(1,9)

    print(ts)

fun()                   #Calling the Function

**Output:**

**![](data:image/png;base64,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)**